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1. INTRODUCTION

Providing protection from soft errors is a growing concern in nearly all comput-
ing markets, from high-end servers to embedded processors. This concern is un-
derscored by scaling trends which reduce transistor sizes and supply voltages.
These trends result in diminishingly small charge stored in transistor devices
and correspondingly higher exposure to soft error events [Baumann 2002].
While it is the case that both memory and logic are affected by these trends,
memory failures are still considered to be the dominant cause of soft error fail-
ures, because unlike logic, memory is continuously exposed to the effects of soft
errors. (In contrast, logic is only exposed to soft errors when it is actively com-
puting a result, a comparatively tiny fraction of time [Mukherjee et al. 2003].)
As a result, several widely adopted techniques have been developed for memory
protection [Bossen and Hsiao 1980; Cardarilli et al. 2003; Chen and Hsiao 1984;
Saleh et al. 1990; Vargas and Nicolaidis 1994]. In general, these techniques im-
pose moderate to high levels of power, area, and performance overhead on the
system. For example, some cell-hardening techniques increase the memory ac-
cess time by 6% to 8% and increase the area by 13% to 15% [Derhacobian et al.
2004]. Protecting memory by error correcting codes (ECC) is also expensive as
the area overhead could be as much as 31% to 50% for 16-bit and 8-bit systems
[Derhacobian et al. 2004]. Furthermore, generating the code bits and run-time
checking of data and codes consumes extra energy and without careful design
can increases cycle time. Unfortunately, the cost and power overheads often
become problematic for cost-sensitive embedded system designs, forcing em-
bedded designers to either sacrifice reliability or increase system cost.

Reliable memory can be provided for cost-sensitive embedded systems (and
other cost-sensitive reliable system design applications) with a significant cost
savings if only the critical fraction of the main memory is protected. The chal-
lenge in creating a partially protected memory design is (1) determining which
variables are most critical to program correctness, (2) orchestrating placement
of these variables into protected memory, and (3) implementing a memory sys-
tem that efficiently provides partial memory protection.

To motivate the possibility of a partially protected memory system, we ex-
amined the variables of the lex benchmark. A closer look at this application’s
variables reveals that not all variables need the same level of protection. For ex-
ample, we found two global variables with dramatically different vulnerability
to soft errors. The first variable is “ZCH” which is used in the parser section to
process the character set specifier. The second variable is “yychar” which is the
input token number. Both occupy 4 bytes in memory. To assess the vulnerability
level of these two variables, we injected a single fault to a random bit of each
variable at a random cycle during the program execution in two separate ex-
periments. We conducted each experiment 5,000 times. The results were quite
promising. In the experiment with fault injection to “yychar” variable, only
four runs out of 5,000 failed (i.e., produced incorrect output), whereas in the
experiment for “ZCH,” we noticed 4,753 failures. This result demonstrates that,
compared to “yychar,” “ZCH” is nearly 1,188 times more vulnerable to transient
faults. This observation underscores our assertion that different variables in
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a program may exhibit various vulnerabilities to transient faults. Therefore,
in presence of tight constraints on area and power in embedded systems, it is
possible to add protection to only a fraction of the memory without significantly
sacrificing overall fault coverage, as long as the most critical program elements
are identified and put into protected storage.

1.1 Contributions of This Article

In this article, we study the behavior of various embedded applications and eval-
uate the potential for application-based selective memory protection against
soft errors. In considering partial memory protection, we examine the efficacy
of selectively placing both program code and data. In particular, we make the
following contributions:

� We propose the first reliability-aware placement scheme for selective placement
of code and variables in the main memory. With this approach, we utilize a
profile-based criticality analysis to determine the most vulnerable program
components, which are then placed into a small protected storage region. Our
technique employs a global placement strategy in which program code, global
variables, stack storage, and heap variables all compete for limited protected
storage resources.

� We develop profile-based criticality metrics based on the liveness of code and
data, such that code and variables which are frequently used are placed first
into limited protected storage resources.

� We introduce a simulator evaluation framework that accurately emulates the
placement functionality of the compiler, linker, and dynamic run-time system.
This allows us to carefully analyze the behavior of the program and explore
the full potential of varied partial memory protection schemes without the
undue burden of implementation details.

� We develop an accelerated fault injection simulation technique that can reduce
the overall analysis time by up to an order of magnitude. In this framework
we inject multiple faults in a single simulation pass and in case of failure
we perform several single fault injection experiments using the same fault
information as the multiple injection pass.

� We describe an architecture for integrating partial protection support in tra-
ditional memory protection systems. The extra hardware incurs minimal
amount of area, power, and performance overhead. Furthermore, we propose
a solution to hide the extra performance penalty.

The remainder of the article is organized as follows. In Section 2, we present
an in-depth analysis of memory behavior in embedded applications to jus-
tify the applicability of our method in this area. In addition, we describe our
reliability-aware placement technique. The proposed architectural support for
partial memory protection is presented in Section 3. Section 4 details the eval-
uation methodology and simulation framework, and experimental results and
discussions are presented in Section 5. Section 6 explores some related works
in memory protection area, and finally, Section 7 concludes the article.
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Fig. 1. Memory object lifespan. The object is live only during the shaded intervals.

2. SELECTIVE RELIABILITY-AWARE PLACEMENT SCHEME

In this section, we describe our selective profile-driven approach for placing
memory objects in a partially protected memory system. Throughout the fol-
lowing sections, we use the term object to refer to various memory elements.

In general, a data object’s life span during the program execution is parti-
tioned into several phases, which are allocation-to-write, write-to-read, read-
to-write, write-to-write, read-to-read, read-to-free, and write-to-free intervals.
Traditional memory protection schemes consider memory elements to be vul-
nerable to transient faults during all these phases. Therefore, they tend to
protect the entire memory in the system. However, soft errors can only lead
to system failure if element’s stored value is live at the time of fault strike.
Among the above intervals, the data object value is only live during write-to-
read and read-to-read. Furthermore, the code and constant objects’ liveness
interval would be only from the start of the program to the last read (if any).
Figure 1 shows a data object’s lifespan where liveness intervals are highlighted
in shaded regions.

Considering these facts, we can identify memory object’s level of vulnerability
to transient faults after performing a liveness analysis for the whole memory
system during the program execution. Subsequently, we would be able to protect
only the objects with longer lifetimes.

Figure 2 shows the cumulative distribution function of lifetime versus object
size for three sample benchmarks to depict various possible memory behaviors
in actual programs. Clearly, many of the program variables found in these
applications have short lifetimes, showing the potential for partial memory
protection in a wide range of applications. Our technique is especially useful in
programs that have a similar distribution to the bitcount benchmark. As can
be seen, the CDF value for this benchmark starts from 82%, which means that
most of the program’s global variables were not used at all for the analyzed
execution. In fact, our studies on several benchmarks from MiBench [Guthaus
et al. 2001] and MediaBench [Lee et al. 1997] suites reveal the fact that a
considerable amount of global storage in these benchmarks has very low or
even zero lifetime (Figure 3). Therefore, there would be no need to protect the
entire allocated memory during program execution.

Figure 4 illustrates the analysis flow for selective memory object placement.
In this article, we have categorized the memory objects into global, heap, stack,
and text segments. To achieve a better understanding of the effects of soft errors
on each category, we have done a separate profiling and coverage analysis for
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Fig. 2. Cumulative distribution function of average lifetime versus size for global variables in three
benchmarks. The average slope of the curves over each section shows the concentration of storage
at the corresponding life span (e.g., in 026.compress, a large fraction of storage has a normalized
lifetime value between 0.5 and 0.6). Objects’ size and lifetime values are normalized to total global
section size and total program duration respectively.

Fig. 3. Normalized total size of global variables that have a nonzero lifetime. On average, only
30.4% of the total global objects become live at least once during program execution.

each segment. Subsequently, we derived the total coverage using individual size
and coverage data. Furthermore, a mixed analysis of global and text segments
has also been done to give a more in-depth insight for sharing protected storage
between these two types.
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Fig. 4. Analysis flow for creating lifetime profile and performing data placement. Stage 0.5 is done
outside simulator for global and text segments. Stage 1.b. is only executed for dynamic storage and
stage 1.c. is only executed for stack segment.

2.1 Global and Text Segment Selective Placement

The compiler and linker assign the starting address and size of each structure in
global and text segments, and they do not change with different inputs. There-
fore, using the profile information, these objects can be reordered statically at
compile time.

To extract the lifetime information for global variables and text objects, we
initially add up individual liveness intervals for each memory address in these
segments during the program execution. These intervals are the total cycles
of write-to-read and read-to-read periods for global variables and the number
of cycles from the start of the program to the last read access for the text ob-
jects. After matching addresses to their corresponding object (which might be a
single element or an array), we compute the average lifetime of each object by
summing up lifetimes of its individual elements and dividing the result by the
number of elements that have had a nonzero lifetime. Subsequently, we sort
them based on their average lifetimes as a metric for determining an object’s
exposure to transient faults. This technique has been applied to both individual
global and text placement and a mixed analysis of the two types. Finally, con-
sidering the availability of protected storage and the exposure priority (which
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is determined according to the ranking in the lifetime-based sorted list of all
variables), we place the objects into either protected or nonprotected storage.

2.2 Heap Segment Selective Placement

Unlike global variables and text objects, the size and address of each heap
variable is determined by dynamic memory management functions (e.g., mal-
loc) throughout the program execution and may change with various inputs.
Therefore, the profiling process for heap is more complicated and challenging
than global and text segments. In fact, it is difficult and sometimes impossi-
ble to keep track of dynamic variables between the initial profile run and the
actual program execution. Seidl and Zorn [1998], proposed several approaches
for characterizing heap variables behavior in the profile run as a guide for pre-
dicting the behavior in the actual run of the program. Using that prediction,
they tried to decrease the usage of virtual memory pages in programs by placing
dynamic objects into different areas of the heap segment to improve the spatial
locality of their references. These approaches are mainly based on the return
address stack pointer value, the call path leading to the allocation function and
the return address stack contents at the time of variable allocation. The follow-
ing is an overview of these mechanisms and how they can be employed in this
work for predicting heap variables’ exposure priority:

� Stack Pointer. The value of the stack pointer at the time of function call
to malloc (or other allocation functions) can be used as a reference to the
allocated heap object. For instance, during the profile run, we can identify
the required level of protection for a heap variable and store it along with
the corresponding stack pointer in the profile table. Subsequently, during the
actual run, we assign the same level of protection to all dynamic variables
with the same stack pointer reference.

� Path Point. The basic motivation for this technique is the fairly high correla-
tion between the behavior of the heap objects and their respective call sites.
The implication of this approach in our context would be to initially assign
the protection level of each dynamic variable to all call sites that precede the
call to the corresponding dynamic allocation function. At the end of the pro-
gram execution, gathered information is explored to find similar protection
level patterns in each call site. If any protection level is dominant, we mark it
as the call site’s protection priority predictor. During the actual program run,
we assign call site’s protection priority to all variables that are dynamically
allocated inside that site.

� Return Address Stack Contents. Utilizing the address stack contents at the
time of allocation as the reference to dynamic variables is another approach
for behavior prediction. When the dynamic allocation function is called, sev-
eral return address stack entries which represent a subset of the call chain
are combined to be used as the reference for the corresponding heap object.
Seidl and Zorn [1997] have shown that using three or four stack entries is
reasonably accurate for this purpose.
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As Seidl and Zorn [1998] suggested, using the call chain information from
RAS is more accurate than the other two techniques in assigning references
to dynamic variables. A similar approach has also been used by Calder et al.
[1998] for generating names for dynamic variables.

In this article, we use the third mechanism and assign references to dynamic
variables by XOR-folding the last three stack entries. During the profile cre-
ation, we keep track of heap allocation by identifying calls to dynamic allocation
functions (i.e., malloc, calloc, and realloc). After each call, we add the allocated
object along with its reference to the list of heap variables, and using its size
and starting address, we identify the corresponding memory transactions. Sub-
sequently, we update each object’s lifetime in the same way as we do for global
variables. Finally, we mark heap objects as protected or nonprotected based
on the overall liveness analysis and available protected storage. During the ac-
tual execution of the program, each heap object’s reference is again computed by
XOR-folding the last three stack entries. If it matches any previous entry in the
profile information, we use the profile prediction for placing data in protected
or nonprotected memory. Otherwise, the object is placed in the nonprotected
area.

However, during profile creation, the computed reference for two or more
different objects might become the same. In these cases, we conservatively use
the prediction for the object with a longer lifetime (i.e., with higher protection
priority).

2.3 Stack Segment Selective Placement

The dedicated size of the stack frame for various functions in a program is
determined during compilation and subsequently the function’s local variables
can be accessed using the stack pointer during program execution. Our notion
of local variable lifetime is slightly different from other types of the memory
objects. We choose not to profile each local variable lifetime independently. In-
stead, we treat each stack frame as a single variable, and the lifetime of each
frame would be from the time of function call to function return. Our results
show that, by using this abstraction, we are still able to predict fault exposures
with high accuracy.

Therefore, the profiling process for stack frames works as follows. Initially,
during the profile run, we name each stack frame by the starting address of the
corresponding function in the code segment. At the same time, we compute the
lifetime of the frame by measuring the function call duration. If the function
had been called before, the new lifetime would be added to the previous value.
Otherwise, we insert a new entry into the profile table. Finally, our metric
for transient fault exposure of the stack frame is calculated by adding up the
lifetimes of all calls to the corresponding function and dividing the value by the
total number of calls.

To employ selective stack placement, we propose using a noncontiguous stack
[Iwamoto 2006], which is composed of protected and nonprotected sections.
Using the profile data, the compiler would be able to assign the proper protection
to the each stack frame in various functions based on the level of transient fault
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Fig. 5. Partial Memory Protection Architecture. The address comparator identifies the addresses
that belong to the protected area of the memory and activates ECC generation and correction
circuits accordingly.

exposure. A noncontiguous stack has a straightforward implementation if the
compiler enforces allocation of the stack frame pointer (often eliminated during
optimization). The stack frame pointer indicates the location of the previous
stack frame and as a result, there is no need for individual stack frames to be
stored contiguously in memory.

3. ARCHITECTURAL SUPPORT FOR PARTIAL MEMORY PROTECTION

Our placement approach can be used with both cell-hardening [Derhacobian
et al. 2004; Vargas and Nicolaidis 1994] and ECC protection [Chen and Hsiao
1984; Derhacobian et al. 2004] techniques. In cases of cell-hardening, there is
no need for any extra hardware to maintain partial protection. The only obvious
requirement is notifying the compiler about the percentage and address ranges
of the protected parts of the memory. However, to add partial ECC protection
support, we need to make some changes to the traditional hardware.

In a traditional ECC memory system, ECC bits are computed as parities of
different subsets of data bits such that each data bit contributes to the com-
putation of more than a single ECC bit. Therefore, by keeping track of all the
data bits that contribute to each ECC bit, single error can be detected, and its
location can also be identified. In fact, these codes are usually designed so that
single-bit errors can be corrected and double-bit errors can be detected without
correction (SEC-DED ECC).

At the time of writes into ECC-protected memory, the ECC bits are computed
by a set of XOR trees (the ECC generator in Figure 5). When the word is read
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back, the XOR trees recompute the ECC using the data from memory and
compare it to the ECC bits read from the memory. Any discrepancy indicates
an error. By checking the discrepancies in the ECC bits, the error in data or ECC
bits can be identified. These checks are performed by an XOR of the recomputed
ECC bits and the ones read from memory. The result of these checks is called the
syndrome (output of the syndrome generator in Figure 5). A syndrome of zero
shows that no error has occurred. However, a nonzero syndrome indicates an
error and can be used in the error detection and correction block to determine
which bits are in error, or suggest that the error is uncorrectable.

Figure 5 shows our proposed architecture for a partially protected memory
system. The shaded parts highlight the additional components compared to
the traditional hardware. In this architecture, the address comparator checks
whether the incoming read or write addresses belong to the protected sec-
tion of the memory or not. In that case, the protected signal goes high and
enables the ECC generator for write operations and syndrome generator and
correction circuit for read operations. To make the partially protected mem-
ory hardware less complicated, we propose having protected and unprotected
space as two distinctive chunks in the memory. In this way, the address com-
parator just needs to check the incoming address with one value. If it is more
than that value, that memory address is protected. Otherwise, it is unpro-
tected. This address is loaded from the memory modules at the system start-up
and the address comparator just needs a single register to keep it. In this
way, the storage costs in the address comparator would be minimal.
Furthermore, the comparator adds just one cycle to the memory access time
(which is typically tens to hundreds of cycles) for the compare operation. This
single register is also protected using ECC.

Using this architecture, protection support circuits are kept inactive when
they are not needed and as a result, their power consumption is minimized. If
the target processor has a mechanism for checkpointing and recovery, we can
put the syndrome generation and error correction blocks out of the main data
path [Dupont et al. 2002]. Therefore, the only performance penalty would be the
extra roll back and recovery period in case of a failure compared to the constant
clock cycle degradation due to the error detection and correction circuits in
conventional systems.

4. EVALUATION METHODOLOGY

In this section, we introduce our novel accelerated fault injection mechanism.
The main pitfall of previous evaluation mechanism in Mehrara and Austin
[2006] that we strive to overcome is the long duration of simulation time for fault
injection experiments. Furthermore, since we noticed a fairly high derating
factor for most of the benchmarks in Mehrara and Austin [2006], we had to
run a large number of experiments to see actual failures and reach statistical
confidence for the results. On the other hand, we could not use techniques
similar to architectural vulnerability factor analysis (AVF) [Mukherjee et al.
2003] to speed up our evaluation because, according to the AVF definition, these
factors for memory elements should be computed using variable lifetime values.
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Since these values are the key factor in our selective placement process, we
would have got potentially misleading results if we had evaluated our technique
by measuring the same parameter that we are directly trying to minimize (i.e.,
variable lifetime).

Therefore, we designed an accelerated fault injection system in which we
inject multiple random faults to a single instance of program execution. Sub-
sequently, if we notice a failure, we rerun the experiment multiple times, and
during each run, we inject one fault out of the same previous multiple fault set.
As a result, we can readily determine which fault from the multiple fault set
originally caused the failure.

There is a possibility that the program fails in the execution pass with mul-
tiple fault injections and does not fail with any of the single fault injection runs.
In this case, we conclude that two or more faults caused the problem, and since a
single fault model is employed for modeling transient faults here, we can ignore
the failure in this particular fault scenario. Another possibility is that multiple
injected faults mask each other, and while no failure is noticed in the multi-
ple fault injection, each individual transient error could have caused a failure.
However, in our framework, we inject only 10 faults per execution, and they are
uniformly distributed in both execution time and memory location. Therefore,
due to the relatively long execution time and large memory usage in the bench-
marks, we assume that the probability of this masking effect is extremely low
and negligible. The fact that our results using accelerated framework for global
and dynamic sections follows the results in Mehrara and Austin [2006], shows
that this assumption is valid.

The accelerated fault injection approach is particularly beneficial in bench-
marks with high derating factors.1 Since a high derating factor corresponds to
less vulnerability to transient faults, using the accelerated fault injection frame-
work, we can reach statistical confidence with a much less number of experi-
ments. Figure 6 shows our profiling and accelerated fault injection framework.

As stated previously, a separate profiling analysis has been done for different
memory segments. For the global and code segments, we extract the size and
address of each object after linkage. Then, we create a run-time profile of ob-
ject lifetime behavior in the program and feed back the protection information
to the fault-exposed instance of the simulation. For heap storage, the address,
size, and lifetime information are gathered dynamically during the profile run.
Finally, for the stack, we extract the lifetime of each stack frame for different
functions during the profile execution. To achieve statistical confidence for the
results, we run each accelerated fault injection simulation in a Monte Carlo
framework for 600 times. This will add up to a total of 6,000 injected faults
per experiment. Since the number of failures in stack fault injection experi-
ments were quite high in most of the benchmark, we decided to use the single
fault injection framework for stack analysis. For the same reason (low derat-
ing factor), less number of fault injections were required to achieve statistical
confidence. Therefore, we injected 2,000 faults per benchmark in stack analysis
experiments.

1Derating factor metric is explained in more depth in Section 5.1.
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Fig. 6. Accelerated Fault Injection framework. Profile creation and fault free runs are executed
once. In each multiple fault injection run, arbitrary number of faults (10 in this work) are injected
into the program memory. If the program fails, the faults are injected again one by one. Single
fault injection passes are classified into one of the five categories based on the outcome of result
comparison phase.

We have instrumented the sim-safe simulator in the SimpleScalar
toolset [Austin et al. 2002] to perform our experiments. Sim-safe is a functional
simulator in the toolset, and while providing an acceptable level of accuracy, it
is fast enough to make the Monte Carlo experiments feasible in terms of total
simulation time. Since we are injecting fault to the memory space rather than
the underlying processor microarchitectural elements, using a high-level archi-
tectural simulation gives a good approximation of the actual effects of soft error
propagation and effects of memory-level transient faults in the final program
outcome [Wang and Patel 2005].

Using fully protected caches is the only architectural improvement that may
affect our results. We have not considered this effect in this work, since it only
serves to reduce the protection requirements in the memory. It should be noted
that a fully protected cache can hardly provide high levels of protection when
there is no protection in the main memory. Because we noticed that there are
many critical memory elements that are not frequently accessed and would
incur cache misses most of the time. Therefore, if the main memory is not
protected at all, an already corrupted value may be fetched from the memory
and negatively affect reliability. Finally, if a fully protected cache is used in the
target system, our profiling analysis should be changed to accommodate the
cache effects by adding a cache simulator to the profiler and refine the lifetime
values according to cache hits and misses.

The compiler, linker, and dynamic allocation function (e.g., malloc) needed
to be changed to implement the proposed placement approach using profile
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information in a real system. However, the purpose of this article is to ex-
plore the potential prospect for partial protection of the memory. Therefore,
we decided to perform our evaluations without changing address assignment
for memory objects and emulate the placement technique in the simulator. To
accomplish this for global and text storage, we mark each variable during the
profiling pass as protected or nonprotected based on the relative vulnerability
level and the available protected memory. For heap variables and stack frames,
since we do not know the allocated space a priori, the process of marking objects
as protected or nonprotected is accomplished throughout the fault injection ex-
periment, using the profile information as the placement prediction. To make
the best use of available protected memory, if a protection prediction could not
be found in the profile data (because the dynamic variable had never been al-
located or the function corresponding to a specific stack frame had never been
called in the profile run), our placement approach places the variable in the
nonprotected section of the memory. Due to this fact, the prediction quality
of our approach directly depends on how accurate the profile input represent
typical inputs of the given application.

For the rest of the evaluation process, we use the following approach in all
segments. During the fault injection experiments, we pick a random memory
location and identify the corresponding object to which it belongs and the pro-
tection prediction of that object according to the profile data. Subsequently, we
flip a single bit in that location in a random cycle during program execution.
The fault injection methodology is based on the assumptions that faults are
uniformly distributed in both time and memory space [Saggese et al. 2005].
Finally, we compare the outputs with the results of a fault-free instance of the
same program. Comparison for exact similarity is pessimistic for some bench-
marks such as audio or video applications. Because a slight inconsistency in
most parts of the output would not be even noticed by the user [Li and Yeung
2007]. However, to generalize the method for all types of programs, we conser-
vatively consider the worst-case scenario where the execution is sensitive to
any slight output discrepancy. Due to this worst-case analysis, we anticipate
that the actual protection requirements of many applications are even less
than what we report here. One could argue that if we make the error analysis
in these applications more realistic, the amount of required protected memory
could change a lot. Because many protected areas in the current configuration
may not lead to true errors. However, that will not happen even in a realis-
tic analysis due to the high number of fault injections. Because in the current
experiments, the number of injections is so high that most failure cases are
covered and a significant change in the required protected memory is quite
unlikely.

After the comparison, if the results match, we mark the simulation pass as
successful. Otherwise, based on the protection level of the faulty address, we
mark the experiment as fault-protected or fault-nonprotected. Fault-protected
means that if we had applied the selective placement strategy, the simulation
would not have failed. With the same analogy, fault-nonprotected means that
even if we had used this technique, the result would have been different com-
pared to the fault-free run.
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There is a possibility that the program crashes after fault injection. We ad-
dress this issue by monitoring the simulation duration and marking the simula-
tion pass as crashed (which might be protected or nonprotected) if its execution
lasts four times longer than the program’s typical simulation time.

Since most parts of the reserved memory space in the simulator are not allo-
cated to anything, we avoid injecting faults to the whole memory space. Instead,
for global variables, text segments, and mixed global/text experiments, we only
inject faults to the memory locations that were allocated in each benchmark
after linkage. For heap and stack experiments, we inject faults to the area allo-
cated until the randomly picked fault injection cycle for each run. In this way,
due to the higher number of failed instances, we would need fewer simulations
to reach statistical confidence.

5. EXPERIMENTAL RESULTS

We perform two sets of experiments for each type of memory object in each
benchmark. In one set, the same input is used for profile creation and fault
injection to get a better understanding of the benchmark’s characteristics. The
results of this set show the optimal efficiency of the placement approach and our
lifetime-based criticality metric. In the second set, the profile is created with
the first input and the selective placement and fault injection are performed
on the benchmark with the second input. The latter set reveals the actual po-
tential for protecting memories partially. We use 12 benchmarks from MiBench
benchmark suite [Guthaus et al. 2001] as representatives of real-world embed-
ded applications. In addition, we add 026.compress benchmark from SPECint92
and grep, which is a general utility, to our benchmark set. Since we need to run
each fault injection experiment for many times, simulation time is one of the
most important factors in selecting the target benchmarks for evaluation.

5.1 Protection Ratio vs. Fault Coverage

To assess the relative intrinsic exposure level in various segments of a given
benchmark, we refine the definition of derating factor [Constantinides et al.
2005] by introducing a new metric, the normalized memory derating factor
(NMDF). The original derating factor was defined to be the inverse of total
error rate, representing the application’s resilience against transient faults in
memory. For instance, a derating factor of 10 shows that one out of every 10
transient faults in the memory would lead to system failure. However, since
different segments have different sizes in the program and the the probability
of transient fault strike is directly proportional to the target area, the original
derating factor definition does not give a fair estimate of the relative intrinsic
resiliency of various segments. Therefore, we define the new NMDF metric to
be the inverse of total error rate divided by the total segment size for global
data and text segments and average allocated size for heap and stack segments.
This factor gives a measure of actual vulnerability of each segment regardless
of its size and represents the possibility of a fault in any single unprotected
byte leading to program failure. The main reason that we use average active
size for heap and stack is related to our fault injection method. As mentioned
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Fig. 7. Normalized memory derating factor of text, global, heap and stack segments for each
benchmark. This factor is the inverse of error rate divided by average segment size and shows the
benchmark’s intrinsic resilience to soft errors in memory. Lower factors indicate more exposure to
transient faults. The Y axis is in logarithmic scale.

in the previous section, for these two segments, the target memory location for
fault injection is randomly selected from all allocated memory locations until
the fault injection cycle, which is, in general, smaller than the total segment
size. Therefore, if we had used total heap and stack segment size in our metric,
we would have overestimated the effect of soft errors on these segments.

Figure 7 shows NMDF values for the four segments of the memory in each
benchmark. According to this analysis, various memory segments show quite
different behaviors based on the benchmark characteristics. However, the text
segment is, in general, the most vulnerable segment in memory, because even
a single change in the code can lead to inexecutable applications or wrong path
of execution. In addition, the values in text segment, unlike data segment, are
constants and the corrupted location has absolutely no chance of getting over-
written. Among the four segments of the memory, the heap segment generally
has the least exposure to transient faults. One thing to note here is that in some
of the benchmarks (026.compress, bitcount, grep, rawcaudio, and rawdaudio)
we did not observe any heap storage vulnerability to transient faults during
our fault injection experiments. This is due to the heap storage usage pattern
in these programs and the fact that most of their allocated dynamic variables
are not critical in determining the result or they are live only for a very short in-
terval compared to the total program duration. Having no failures would lead
to a NMDF of infinity, which translates to no vulnerability to soft errors in
heap storage for the corresponding benchmarks. To avoid underestimating the
overall effect of soft errors in heap and keep the results statistically sound, we
assume a single failure for these benchmarks.
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Figure 8 shows the minimum amount of necessary protection for coverage
of more than 95% and 99% for each benchmark. These results imply that, on
average, by protecting 28.6% and 30.3% of the text segment, 25.7% and 31.4%
of the global data, 22.1% and 23.9% of the dynamic storage, and 28.7% and
34.3% of the stack, we can achieve transient fault coverage of more than 95%
and 99%, respectively, in these areas.

As stated previously, two sets of experiments are performed for each type
of memory object in each benchmark. We call the first set P1F2, which means
that we use the first input for profiling and the second input for fault injection
experiments. Likewise, P2F2 means that second input is used for both profiling
and fault injection. It is interesting to note that in most of the benchmarks, the
predicted protection levels are quite close for for P1F2 and P2F2 experiments,
which shows the high accuracy of the profile-based analysis in general and the
return-address-stack-based naming convention for heap variables in particular.

Figure 9 shows the required memory in the combined analysis of global data
and text segments for achieving more than 99% coverage. This figure also shows
the relative amount of protected storage of these segments for a given pro-
tected memory. According to this analysis (and the 95%+ analysis, which is
not shown here), nearly 32.5% and 35% of the combined global and text seg-
ments should be protected to achieve more than 95% and 99% coverage in these
areas.

5.2 Storage Requirements

Figure 10 depicts the relative sizes of various segments in each benchmark.
Using these values and previous data about the coverage in individual types of
variables, the total percentage of necessary protected memory is derived and
is shown in Figure 11. According to these results, the total required amount of
protected memory to achieve 95% and 99% transient fault coverage is 32.6%
and 35.8%, respectively. As a result, by using this technique, the area overhead
of memory protection can be lowered to nearly one third of typical protection
mechanisms to achieve nearly complete coverage. Furthermore, protection re-
quirements of all applications except 026.compress2—which is not an embedded
application—is between 10% and 60% and shows a moderate deviation around
the mean. Since most embedded platforms run a limited number of applica-
tions, the final amount of protected storage in any particular embedded system
can be tuned by the manufacturer—or ordered by the user—based on the re-
quirements of typical target applications.

Since our scheme tends to protect the most critical variables with high ac-
cess counts, we do not expect it to make a notable contribution to the dynamic
power reduction. However, due to the considerable area savings, the leakage
power, which tends to increase by shrinking feature sizes, would be reduced
significantly.

The final results in Figure 11 show great promise for partial protection tech-
niques. It is interesting to note that the code section has been the dominant

2026.compress from SPECint92 has been added to the benchmark suite to describe an unusual case
in the global data segment and does not represent a normal behavior of embedded applications.
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Fig. 8. Minimum amount of protected memory to satisfy more than 95% and 99% transient fault
coverage in (a) text segment, (b) global data segment, (c) heap segment, and (d) stack segment.
PxFy indicates that the profile is created with input x and the data placement and fault injection
experiments are done with input y.
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Fig. 9. Combined analysis of global data and text segment. This figure shows required amount of
memory for achieving a coverage of more than 99% in P1F2 experiments with mixed global/text
analysis.

Fig. 10. Relative storage usage. Each segment size is normalized to the total amount of memory

contributor to the protected storage demand. Since the code size in these pro-
grams is comparatively larger than the data size, partially protecting this
amount increases the total absolute protected storage to a greater extent. An-
other important fact is that the code is intrinsically more vulnerable to soft
errors than data. Data has the opportunity to be corrupted without affecting
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Fig. 11. Overall required protected memory to achieve the coverage of more than 95% and 99%.
The average values are 35.8% for 99+% and 32.6% for 95+% coverage.

program correctness. For example, a data value can be corrupted and still be
not equal to zero. Furthermore, the corrupted data value might get overwritten
without being ever read. The code, on the other hand, is much more fragile.
If a bit is flipped in an instruction, it becomes another instruction altogether,
unless the flipped bit is unused.

As shown in Figure 11, 026.compress and FFT require relatively high
amounts of protected memory. In 026.compress, more than 96% of global storage
is live on average for nearly half of the program duration. Therefore, there is
no good way of getting acceptable coverage without protecting nearly all global
storage area. Also, global storage accounts for 65% of total memory space in
this benchmark. Therefore, we have to protect 70% of the storage to achieve
high coverage values.

FFT, on the other hand, has four dynamic array structures for storing the real
and imaginary parts of the input and output vectors. These arrays occupy more
than 90% of the heap storage, and since heap is nearly 40% of total storage in
this benchmark, the overall required protected storage goes up to around 60%.

However, in most of the other benchmarks, since the code segment is the
dominant part in terms of storage capacity and it does not have much deviation
in protection requirements, adding it to the overall analysis caused the overall
deviation of the results between various benchmarks to become much less than
the analysis for data segments in [Mehrara and Austin 2006].

6. RELATED WORKS

Using error-correcting codes (ECC) is perhaps one of the most popular mem-
ory protection techniques [Chen and Hsiao 1984]. However, traditional ECC
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architectures impose a significant amount of overhead in terms of performance,
area and power. Several works have been done to address this issue. Dupont
et al. [2002] propose a method for concurrent ECC error detection to address
the performance issue. They also utilize some low-cost codes to deal with the
area and power penalties. Another technique is presented by Ghosh et al. [2004]
to reduce power in memory ECC checkers. They use simulated annealing and
genetic algorithm for selecting the parity check matrix in order to minimize the
switching activity of the checker. This would lead to a moderate reduction in
power, while incurring minimal extra overhead on delay and area.

In addition to ECC protection schemes, some works have focused on de-
signing fault tolerant memory cells. Vargas and Nicolaidis [1994] present a
fault-tolerant SRAM design that has a built-in current sensor circuit. This cir-
cuit detects the current spikes resulting from SEUs in memory power lines
and the correction is performed with the help of a single parity bit. Using
Deep N-well technology and increasing the capacitance of the critical nodes
are two cell-hardening approaches that have been explored and compared to
ECC in Derhacobian et al. [2004]. The Deep N-well collects a fraction of charges
resulting from particle strikes and reduces the amount of charge that reaches
critical nodes. Adding extra capacitance to cell layout increases the amount
of critical charge needed to flip a node and thereby makes the node more re-
silient to particle strikes. The authors showed that these two techniques reduce
the failure rate by a factor of 2 and 23 respectively. However, both of them in-
crease the manufacturing costs, and the latter incurs a significant performance
penalty as well.

Saleh et al. [1990] introduce a scrubbing technique to increase reliability
in noisy environments and large memory systems. Scrubbing is performed by
reading the memory words and their parities, checking for errors and writing
back the correct data in case of any transient faults. The scrubbing interval can
be either probabilistic or deterministic. The probabilistic method checks each
memory location only when it is accessed. However, the deterministic approach
cycles through the whole memory and checks for correctness in all memory
locations. They show that scrubbing improves mean time to failure (MTTF) by
an order of 108 compared to an unprotected memory. In addition, the MTTF
for deterministic scrubbing is more than that of a probabilistic scrubbing by a
factor of two.

In an early study [Mehrara and Austin 2006], we proposed the idea of
reliability-aware data placement for partially protecting dynamic and global
storage. However, we did not take into account the vulnerability of text and
stack segment segments. In the present work, we develop a complete scheme
for all parts of the memory, and we show that partial protection is a promising
approach for text and stack segments as well as heap and global data storage.
It is interesting to note that according to our result, the text segment is main
factor in determining the amount of required protection in most embedded ap-
plications. The idea of protecting a fraction of the total memory and selective
compiler-directed data protection was introduced by Chen et al. [2005]. How-
ever, in their work, the programmer is considered to be responsible for selecting
appropriate variables for protection. Subsequently, the source code is modified
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to fit the programmer’s decision. One of the problems with this approach is that
the programmer might not know a priori which variables are more exposed to
faults. Furthermore, our analysis shows that some of the most critical vari-
ables in the applications belong to the linked libraries rather than the main
program, and the programmer can hardly make changes or identify the level
of fault exposure for those variables. In addition, the selective protection of the
arrays has been done in a finer granularity than the complete array structure.
Therefore, some parts of the code have to be duplicated to perform the same
operation on both protected and nonprotected parts of the array. This may dra-
matically increase the code size which is generally considered to be a critical
bottleneck in embedded systems. Finally, no analysis has been done to examine
the effectiveness of the approach.

A clever idea for low-cost partial protection was proposed by Yan and Zhang
[2005] for protecting the register file. The authors define a metric called RVF
(register vulnerability factor) that is the probability that a soft error in the
register file propagates to other system elements. They introduce two compiler-
oriented techniques to reduce this factor. The first one is rescheduling instruc-
tions to decrease the registers’ liveness window, which leads to less susceptibil-
ity to soft errors. The second scheme is reliability-oriented register assignment
during compilation that selects the most vulnerable registers based on their
RVF value and puts them in the ECC protected parts of the register files. They
have shown that by protecting 16 registers out of 64, the average RVF value can
be lowered from 14% to 3%. Nevertheless, they have not done any experiments
to clarify the relation between their RVF metric and actual error coverage or
mean time to failure of the register file.

Lee et al. [2006], Kim and Somani [1999], Zhang et al. [2003], and Zhang
[2005] have focused on partial cache protection techniques. Kim and Somani
[1999] employ parity caching and selective checking for low-cost cache protec-
tion. In parity caching, they store the check codes only for most recently used
cache lines. Also, in selective checking, they compute and store check codes only
for some blocks in a set (e.g., they store check codes for one way in a 4-way set
associative cache). In Lee et al. [2006], all multimedia-related data in multi-
media applications is considered noncritical and is mapped to the nonprotected
cache blocks. The rest of data is assumed to be critical and is mapped to the
protected cache blocks. Zhang [2005] has proposed a small replication cache to
improve the reliability of data cache against transient faults. These approaches
can be used in conjunction with our methodology as well.

Several works have focused on lowering costs in redundant execution
schemes [Parashar et al. 2004; Gomaa and Vijaykumar 2005; Parashar et al.
2006; Reddy et al. 2006; Walcott et al. 2007; Reddy and Rotenberg 2007]. These
works assume complete protection in the main memory, and they are orthog-
onal to our techniques in this article. They can be used with partial memory
protection to provide a low-cost solution for designing a reliable system.

7. CONCLUSIONS

Recent trends of aggressive reduction in transistor feature sizes and supply
voltages, have made transient fault protection a critically important issue in
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embedded memories. However, not all embedded systems can tolerate the sig-
nificant amount of area and power overhead imposed by traditional memory
protection mechanisms. In such systems, the designer might be able to sacri-
fice a slight portion of transient fault tolerance to save power and area. In this
article, we presented the first profile-driven placement technique that focuses
on reliability and cost rather than performance. We identify the most critical
memory objects and place them in the protected area of a partially protected
memory. As a result, we would be able to avoid wasting power and area for
protecting unimportant variables.

We also introduce an evaluation framework to explore various heuristics
for exposure analysis of program variables and their resulting transient fault
coverage, without changing the actual address assignments in the compiler,
linker, and dynamic allocation function. After placing the variables according
to the profile, we ran the benchmarks in an accelerated Monte Carlo simulation
framework for 600 runs, each time flipping 10 bits in random places inside the
allocated memory space and at a random cycle. In case of failure, we reran the
experiment with the same fault set for 10 single fault injection experiments.
Subsequently, we monitored protected and nonprotected program failures and
crashes of single failures and using these data, we calculated the final coverage
of the partial protection scheme for each benchmark. We have shown that, on
average, by just protecting 32.6% of the total memory storage we can achieve
more than 95% transient fault coverage in the memory for embedded appli-
cations. We can increase this amount to more than 99% by adding protection
to another 3.2% of the memory. The actual amount of protected storage in a
target-embedded system can be tuned by the manufacturer based on a similar
analysis on the requirements of expected target applications.

Our results in this work show that except for some special cases, partial
protection along with selective data placement proves to be an effective way of
providing embedded memories with low-cost transient fault tolerance.
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